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Abstract
As software development cycles become shorter and shorter, while software complexity increases and IT budgets stagnate, many companies are looking for new ways of acquiring and sourcing knowledge outside their boundaries. One promising solution to aggregate know-how and manage large distributed teams in software development is crowdsourcing. This paper analyzes the existing body of knowledge regarding crowdsourcing in software development. As a result, we propose a fundamental framework with five dimensions to structure the existing insights of crowdsourcing in the context of software development and to derive a research agenda to guide further research.
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1 Introduction

Faced with an increasingly dynamic environment, shorter product lifecycles, cost pressure, and an increasing complexity due to the rapid development of new software-based business models and a fragmented hardware market, companies are looking for new ways of acquiring and sourcing knowledge from outside the boundaries of their units, functions, or even outside their organization in order to develop software solutions (Jain 2010). On top of the continuous trend towards globalization and its focus on collaborative methods and infrastructure, it fosters the emergence of developing software in large distributed teams and communities (Boehm 2006; Stol and Fitzgerald 2014a). One solution to manage large distributed teams is crowdsourcing. With crowdsourcing, companies can reach out to the masses (Vukovic 2009) and open tasks to what Howe (2006) describes as “an undefined (...) network of people”. The term itself derives from the concept of the outsourcing of a corporate, company-internal task to an independent mass of people, the crowd (Howe 2008).

IT industry leaders such as Fujitsu-Siemens (Füller et al. 2011), IBM (Bjelland and Wood 2008), or SAP (Blohm et al. 2011; Leimeister et al. 2009) already leveraged the “wisdom of the crowds” (Surowiecki 2005) for improving innovation management. Similarly, Lakhani et al. (2013) exhibit the tremendous potential of crowdsourcing in the domain of software development. They report on a programming contest in which about 75% of the submitted algorithms to solve an immunogenomic problem outperformed the industry standard while the total cost of the contest equaled 6000$. Extreme solutions were up to a thousand times faster than the industry standard. Software testing is another field of application in software development in which crowdsourcing is gaining importance. The World Quality Report (2014), the benchmark for software testing practices, indicates that more than half of the asked organizations either already employed crowdsourcing in their software testing process or planned to do so in 2014.

However, research on crowdsourcing is still in its inception. So far, crowdsourcing research has predominantly focused on (1) conceptualizing the phenomenon and comparing and designing, coding, testing, and documenting software. We intend to tackle this issue by reviewing existing crowdsourcing literature with a structured and systematic literature review following Webster & Watson (2002) and Vom Brocke et al. (2009). Based on this review, we propose a framework that summarizes existing research on crowdsourced software development. Following this research goal, our paper contributes to crowdsourcing literature by providing a basis for future theory development while elaborating various avenues for future research.

The remainder of this paper is structured as follows: Section two covers the literature review. Within this section, we first define the review scope and conceptualize the topic. Following that, we describe the literature search approach and introduce the literature framework. In section three, we present our findings in order to derive and discuss the research agenda which is presented in section four. Finally, we point out limitations and conclude the paper by summarizing the results of the literature review.
contrast it to related phenomena such as collective intelligence (Malone et al. 2010), human computation, or open innovation (Gassmann et al. 2010), (2) classifying socio-technical crowdsourcing systems with taxonomies and categorizations to identify the basic characteristics (Geiger et al. 2011; Rouse 2010), and (3) applying crowdsourcing in different domains such as innovation development or marketing (Brabham 2008; Burger-Helmchen and Penin 2010; Kittur et al. 2008; Zhao and Zhu 2012). The thereby generated insights provide first references for the management and organization of crowdsourcing initiatives. Although there are already numerous research projects examining crowdsourced software development, e.g., Lakhani et al. (2013), Nag et al. (2012), and Liu et al. (2012) on the application of crowdsourced software development or Murray-Rust et al. (2014) and Wu et al. (2013a; 2013b) on system and process design, there are much less as well as no structured insights on research of crowdsourced software development. Lacking are theories and approaches to gain a deeper understanding and to systematically use crowdsourcing in

**Literature Review**

This literature review is based on Vom Brocke et al.’s (2009) framework for reviewing scholarly literature and comprises five steps: (1) defining the review scope, (2) conceptualizing the topic, (3) searching for literature, (4) analyzing and synthesizing the literature, and (5) deriving a research agenda.

### 1.1 Definition of the Review Scope

The first step of a rigorous literature review is the definition of the review scope for which we follow the taxonomy of Cooper (1988). The paper focuses on research outcomes and the applications of crowdsourced software development (1). The goal of the literature review is to build an integrative (2) overview of the existing body of knowledge to present the state of the art (4) as it addresses specialized scholars (5). Table 1 depicts the literature review scope.

<table>
<thead>
<tr>
<th>Characteristics</th>
<th>Categories</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 Focus</td>
<td>Research Outcomes</td>
</tr>
<tr>
<td>2 Goal</td>
<td>Integration</td>
</tr>
<tr>
<td>3 Organization</td>
<td>Historical</td>
</tr>
<tr>
<td>4 Perspective</td>
<td>Neutral Representation</td>
</tr>
<tr>
<td>5 Audience</td>
<td>Specialized Scholars</td>
</tr>
<tr>
<td>6 Coverage</td>
<td>Exhaustive</td>
</tr>
</tbody>
</table>

**Table 1:** Definition of the Review Scope

### 1.2 Conceptualization of the Topic

A rigor literature review has to “provide a working definition of key variables” (Webster and Watson 2002). This work focuses on crowdsourcing and software development.
1.2.1 Crowdsourcing

Crowdsourcing describes a new form of outsourcing tasks, or more accurately, value creation activities and functions. The term itself is a neologism that combines crowd and outsourcing (Rouse 2010), introduced by Howe (2008), who defines crowdsourcing as “the act of taking a job traditionally per-formed by a designated agent (usually an employee) and outsourcing it to an undefined, generally large group of people in the form of an open call”. Whereas outsourcing describes the outplacement of specific corporate tasks to a designated third-party contractor or a certain institution, in crowdsourcing the tasks are allocated to an undefined mass of anonymous individuals, who are in turn rewarded for their effort of performing the tasks (Zogaj et al. 2014). In a crowdsourcing model, a firm or some type of institution first selects specific internal tasks it intends to crowdsource and subsequently broadcasts the underlying tasks online, i.e., via a crowdsourcing platform. In a second step, individuals (e.g., users registered on a crowdsourcing platform) self-select to work on the task solutions – either individually or in a collaborative manner – and subsequently submit the elaborated solutions via the crowdsourcing platform (Zogaj et al. 2014). The submissions are then assessed and – in case of successful completion – remunerated by the initiating organization. Hence, in a crowdsourcing model, at least two types of actors are engaged: the initiating organization that crowdsources specific tasks as well as the individuals from the crowd who perform these tasks. We denote the first entity as the crowdsourcer [“system owner” (Doan et al. 2011); “designated agent” (Howe 2006)]. The latter, namely the undefined contractors from the crowd, we label as crowdworkers since they perform the work (i.e., jobs or – more specifically – the tasks) that is outsourced by crowdsourcers. In most crowdsourcing initiatives, there is also a third type of agent: the crowdsourcing intermediary (also referred to as “crowdsourcing marketplace”; see e.g., Vukovic (2009) and Ipeirotis (2010). Crowdsourcing intermediaries mediate the process between the crowdsourcer and the crowdworkers by providing a platform for interaction between the parties. However, in some rare cases, the crowdsourcer establishes and hosts its own crowdsourcing platform such that an intermediary is not necessary.

1.2.2 Crowdsourced Software Development

In an early definition, Robillard (1999) describes software development as the processing of knowledge in a very focused way as well as a progressive crystallization of knowledge into a language that can be read and executed by a computer. This language creation is increasingly taking place in a steady, irreversible trend toward the globalization of business, in particular in software-intensive high-technology businesses. Hence, software has become an essential component of almost any value chain, and success in business increasingly depends on using software as a competitive weapon (Herbsleb and Moitra 2001). In the era of cloud computing, mobile computing, collaboration, and big data, software development and its requirements are significantly changing. Organizations as well as the users of software are calling for an improved ease of use, shorter development cycles, and a better integration by lower overhead operations (Huhns et al. 2013). This leads to more flexible and effective ways to build software.
solutions such as crowdsourcing software development. This approach uses the online crowd to outsource (sub-)tasks including requirements, design, coding, testing, evolution, and documentation. Crowdsourcing software development represents a paradigm shift from conventional industrial software development to a crowdsourcing-based peer-production software development and can be seen as next-generation outsourcing or offshoring (Huhns et al. 2013).

1.3 Literature Search

In order to identify relevant articles and to assure a rigorous, comprehensive, and traceable literature search, a systematic literature review was conducted (Vom Brocke et al. 2009). First, a journal search was executed, followed by a database search with keywords. Finally, a forward and backward search of citation indexes was conducted.

The journal search is the first step as major contributions are likely to be found in leading journals (Webster and Watson 2002) as well as in proceedings of highly ranked conferences (Rowley and Slack 2004). For the journal search, leading journals from Information Systems (IS) and Software Engineering (SE) were considered. For information systems, these included: Information Systems Research (ISR), MIS Quarterly (MISQ), Journal of Information Systems (JIS), and the Journal of Management Information Systems (JMIS). For software engineering, the highest ranked journals according to the ISI Web of Science were chosen, i.e., IEEE Transactions on Software Engineering, Communications of the ACM, IEEE Software, and IEEE Computer. The selection of relevant conferences included the International Conference on Information Systems (ICIS), the European Conference on Information Systems (ECIS), and the American Conference on Information Systems (AMCIS) as well as the Hawaii International Conference on System Sciences (HICCS). For Software Engineering, the International Conference on Software Engineering (ICSE), Foundations of Software Engineering (FSE), International Test Conference (ITC), and Conference on Object-Oriented Programming Systems, Languages, and Applications (OOPSLA) were considered. Furthermore, the following databases were queried: EBSCOhost, Web of Science, ProQuest, ScienceDirect, as well as IEEE Xplore database, since the topic is also at the interface to software engineering.

Core of a literature search is the keyword search. According to the above defined key variables, the keyword search was conducted in afore mentioned databases with the following search strings: (1) “crowdsourcing” AND “software development”, (2) “crowdsourcing” AND “software”, and (3) “crowdsourcing” AND “software engineering”, as well as (4) “crowd” AND “software”, (5) “crowd” AND “software development”, and (6) “crowd” AND “software engineering”. Additionally, the keyword search contained the following search strings in order to increase the coverage: (7) “crowdsourcing” AND “software testing”, and (8) “crowdtesting”. The literature search closed with a forward and backward search (Levy and Ellis 2006). Table 2 depicts the detailed result auf the literature search.
Table 2: Results of the Literature Search per Database

<table>
<thead>
<tr>
<th>Search String</th>
<th>EBSCO Host(BSP)</th>
<th>Web of Science</th>
<th>ProQuest</th>
<th>Science Direct</th>
<th>IEEE Xplore</th>
<th>TOTAL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Hits</td>
<td>Reviewed</td>
<td>Hits</td>
<td>Reviewed</td>
<td>Hits</td>
<td>Reviewed</td>
</tr>
<tr>
<td>&quot;crowdsourcing&quot; AND &quot;software development&quot;</td>
<td>5</td>
<td>1</td>
<td>28</td>
<td>3</td>
<td>20</td>
<td>3</td>
</tr>
<tr>
<td>&quot;crowdsourcing&quot; AND &quot;software&quot;</td>
<td>19</td>
<td>1</td>
<td>63</td>
<td>5</td>
<td>65</td>
<td>3</td>
</tr>
<tr>
<td>&quot;crowdsourcing&quot; AND &quot;software engineering&quot;</td>
<td>3</td>
<td>0</td>
<td>3</td>
<td>1</td>
<td>10</td>
<td>1</td>
</tr>
<tr>
<td>&quot;crowd&quot; AND &quot;software&quot;</td>
<td>21</td>
<td>0</td>
<td>183</td>
<td>3</td>
<td>42</td>
<td>2</td>
</tr>
<tr>
<td>&quot;crowd&quot; AND &quot;software development&quot;</td>
<td>7</td>
<td>1</td>
<td>29</td>
<td>1</td>
<td>38</td>
<td>4</td>
</tr>
<tr>
<td>&quot;crowd&quot; AND &quot;software engineering&quot;</td>
<td>2</td>
<td>0</td>
<td>7</td>
<td>0</td>
<td>28</td>
<td>1</td>
</tr>
<tr>
<td>&quot;crowdsourcing&quot; AND &quot;software testing&quot;</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>3</td>
<td>10</td>
<td>3</td>
</tr>
<tr>
<td>&quot;crowdtesting&quot;</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>TOTAL</td>
<td>59</td>
<td>3</td>
<td>318</td>
<td>17</td>
<td>214</td>
<td>17</td>
</tr>
</tbody>
</table>

1.4 Literature Analysis and Synthesis

The literature review identified a total of 27 relevant papers. Considering the publication dates, it is no surprise that crowdsourcing in software development is at an early stage of scientific research, since crowdsourcing itself is still an emerging research topic. Only one paper was published before 2012 (Kazman and Chen 2009). More than 85% of all identified relevant papers were published in 2013 or later. Figure 1 depicts the publications per year. Another indication of the early stage of this field of research is that not a single paper was published in one of the major and leading journals. The articles were rather published in smaller and specialized journals or at conferences. Overall, more than two thirds of the relevant papers are from the field of software engineering.
In order to synthesize the literature, appropriate categories need to be developed. This paper tackles this issue by developing categories based on existing literature on crowdsourcing in general. Based on Zhao and Zhu's (2012) research roadmap, a key role-based perspective (Vukovic 2009; Zogaj et al. 2014), and applications of crowdsourcing in a software development context, the following categories were developed: (1) organization perspective, (2) intermediary perspective, (3) system perspective, (4) user perspective, and (5) application and evaluation.

(1) **Organization perspective**

In the archetypical crowdsourcing process (Vukovic 2009; Zogaj et al. 2014), organizations appear as the requester of a crowdsourcing task (crowdsourcer). This category sums up papers dealing with the organizational implementation, its according challenges, as well as the development of necessary capabilities to harness crowdsourcing in an enterprise environment.

(2) **Intermediary perspective**

The intermediary manages the crowdsourcing process and thereby its customers, crowd, and technology (Zogaj et al. 2014). This category sums up papers addressing process and design requirements, an according evaluation, as well as other managerial challenges the intermediary faces in crowdsourced software development tasks.

(3) **System perspective**

Crowdsourcing systems are socio-technical systems to enable and support the crowdsourcing process (Zhao and Zhu 2012). This category sums up papers dealing with the requirements or the design of crowdsourcing platforms for software development. Since software development tasks are way more complex than simple tasks that are frequently crowdsourced, it might take other design principles to develop a system tailored for software development tasks.

(4) **User perspective**

The participants of crowdsourcing initiatives (crowdworkers) are without a doubt an essential part and therefore need to be treated as a partner. By means of crowdsourcing, participants can expand their working experiences or even turn their hobbies into something beneficial (Zhao and Zhu 2012). This category sums up papers dealing with user motivation, payoff, and other user-centered aspects.
(5) Application and evaluation

The last category sums up papers which apply crowdsourcing in different contexts to evaluate its performance and/or highlight application possibilities for crowdsourcing in different software development contexts and stages.

2 Findings

Overall, it can be stated that existing research in the field of crowdsourcing software development mainly focuses on crowdsourcing systems and applications. Almost 60% of the investigated literature dealt with a particular IT system and its design (system perspective). About two fifths of the research dealt with the application of crowdsourcing in software development. Only one paper addresses the user perspective in crowdsourced software development. Table 3 depicts the detailed results.

<table>
<thead>
<tr>
<th>Paper</th>
<th>Organization</th>
<th>Intermediary</th>
<th>System</th>
<th>User</th>
<th>Application</th>
</tr>
</thead>
<tbody>
<tr>
<td>Amini et al. (2012)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Chen and Luo (2014)</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Dolstra et al. (2013)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Hossfeld et al. (2014)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Hu and Wu (2014)</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Jayakanthan and Sundararajan (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Kazman and Hong-Mei Chen (2009)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Lakhani et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>LaToza et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Li et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Liu et al. (2012)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Mäntylä and Itkonen (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Mao et al. (2013)</td>
<td></td>
<td></td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Murray-Rust et al. (2014)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Musson et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Nag et al. (2012)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pastore et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Peng et al. (2014)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Ponzanelli et al. (2013)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Stol and Fitzgerald (2014a)</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Stol and Fitzgerald (2014b)</td>
<td></td>
<td></td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Stol and Fitzgerald (2014c)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tajedin and Nevo (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tung and Tseng (2013)</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Wu et al. (2013a)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Wu et al. (2013b)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Zogaj et al. (2013)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>TOTAL (n=27)</td>
<td>3 (11.1%)</td>
<td>3 (11.1%)</td>
<td>16 (59.3%)</td>
<td>1 (3.7%)</td>
<td>12 (44.4%)</td>
</tr>
</tbody>
</table>

Table 3: Literature Synthesis
(1) Organization perspective

So far, most notably Stol and Fitzgerald (2014a; 2014b; 2014c) examined crowdsourced software development from an organization’s point of view. Their contribution to the understanding of crowdsourcing software development is twofold. First, they point out potential benefits and thus deliver a first explanation of why companies tend to use crowdsourcing in this area. The benefits combine traditional outsourcing benefits such as cost reduction, a faster time-to-market, and higher quality (Dibbern et al. 2004) with benefits of crowdsourcing such as creativity, increased openness, and diverse solutions (Afuah and Tucci 2012; Leimeister 2010). Second, they develop a framework of key concerns regarding the application of crowdsourcing for enterprises in software development. According key concerns are (1) task decomposition, (2) coordination and communication, (3) planning & scheduling, (4) quality assurance, (5) knowledge & IP, and (6) motivation & remuneration (Stol and Fitzgerald 2014a).

(2) Intermediary perspective

Zogaj et al. (2014) deliver a profound overview of the challenges of an intermediary from a managerial point of view. In their case study, they explicitly address the challenges in managing a crowd, the crowdsourcing process, as well as the crowdsourcing platform. Besides managing the process itself, the pivotal challenge for intermediaries constitutes building virtual teams and fostering collaboration among the crowdworkers (Peng et al. 2014). Furthermore, Mao et al. (2013) address the pricing of programming competitions, finding that the main antecedents of project pricing are whether the task is a component update or a new component, the size and the amount of illustrations in the specification document, as well as the overall size of the project and the posted reward amount.

(3) System perspective

Current literature mostly focuses on a system perspective. That means the development and derivation of specific development models, design principles for platforms or processes to enable crowdsourcing in diverse fields of application in software development. Therefore, the majorities of the papers have a technical perspective. Kazman & Chen (2009) and LaToza et al. (2013) propose a specific software development model tailored for crowdsourcing. Moreover, the human-machine interaction process is crucial for successful crowdsourcing campaigns. Murray-Rust et al. (2014) elaborate two collaboration models for community-based development of software and provide a conceptual model for combining process models with crowdsourced teams. Other research deals with success factors of crowdsourcing projects (Li et al. 2013; Tajedin and Nevo 2013) or process design for specific applications and purposes (Amini et al. 2012; Pastore et al. 2013; Tung and Tseng 2013). Furthermore, Wu et al. (2013a; 2013b) analyze software crowdsourcing processes by examining their key characteristics. They propose a novel evaluation framework for software crowdsourcing processes. Hossfeld et al. (2014) present key issues in the field of QoE-Testing (quality of experience) as they apply a QoE-Test and provide design guidelines for crowdtesting in this field of application.
(4) User perspective

As defined in the synthesis, this category clusters papers investigating the motivation and behavior of crowdworkers. Hu & Wu (2014) apply a game-theoretic approach to better understand the competitive behavior of crowdworkers in software development challenges.

(5) Application and evaluation

There are multiple examples for the application and evaluation addressing multiple parts of software development stages and functions. This research reaches from algorithm development (Lakhani et al. 2013), to embedded software for space robotics (Nag et al. 2012), or software testing (Mäntylä and Itkonen 2013). Further, Chen and Luo (2014) apply crowdsourced software testing in an educational context. As part of their studies, students had to test several web and mobile applications. Liu et al. (2012) compare traditional laboratory-based usability testing with crowdsourced usability testing, indicating that the acquisition of testers through crowdsourcing is much easier at significantly lower costs. Contrariwise, the received feedback per participant was less informative. Crowdsourcing also seems to be a promising approach to test graphical user interfaces or to evaluate mobile applications (Amini et al. 2012; Dolstra et al. 2013). In the domain of documenting software code, Ponzanelli et al. (2013) research the case of “Stack Overflow”, the world’s largest language-independent collaboratively edited question and answer site for programmers. They propose a new interaction interface for increasing the productivity of software documentation. The power of crowdsourcing has also been used to monitor software performance. One major advantage is the “real world setting” in which different network environments and bandwidths are accessible, which are not to be covered in laboratory tests (Musson et al. 2013). Jayakanthan & Sundararajan (2012) introduce a prototype for a corporate crowdsourcing solution at TCS, one of the largest IT consulting and software development companies worldwide. The crowdsourcing system will unify three modes of crowdsourcing as the crowdsourcer can select whether to choose a single expert among crowdworkers performing the task (e.g., when special knowledge is required or the task is critical), recruit a group of crowdworkers (e.g., for software testing), or create a competition to choose the best solution among the submissions (e.g., for coding).

3 Discussion

3.1 Research Agenda

Although various scholars have examined crowdsourced software development projects, our literature review reveals that research in this regard is still at an early stage. Existing literature most notably focuses on the design of crowdsourcing platforms from a system perspective providing only little generalization and approaches to gain a broad perspective.

At first sight, there is obviously more research needed on the user perspective since we found only one paper which addresses this stream within the literature. But it is important to note
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that a wide body of research regarding the incentives and motivation of crowdworkers (Muhdi and Boutellier 2011; Pilz and Gewald 2013), qualification, as well as the impact on work conditions and labor rights (Brabham 2012) already exists in broader crowdsourcing literature. However, most of this research deals with simplistic “micro tasks” or highly creative tasks such as idea generation. Thus, future research has to validate that the findings are also applicable to software development – a more complicated knowledge task. Crowdsourced software development has been applied and evaluated in a number of studies. So far, there is no indepth knowledge on the basic conditions of crowdsourcing projects to leverage this potential. Software development is a very complex process with diverse stages and tasks with very different requirements, complexity, modularity, and structures – things which have all been found to determine the effectivity of crowdsourcing (Afuah and Tucci 2012; Stol and Fitzgerald 2014a). Future research should address this aspect by examining which tasks can be crowdsourced and how crowdsourcing projects should be structured in terms of task decomposition with respect to the knowledge intensity and a high degree of complexity in software development.

A third possible stream is based on these insights and addresses the organization perspective. The literature review has shown first activity regarding this topic with Stol & Fitzgerald (2014a) identifying six “key concerns” in crowdsourcing software development. To eliminate these concerns, it is not sufficient to solely understand at which stage in the development process they can crowdsourcetasksandhowtostucturethiswork.Justlikeoutsourcing,crowdsourcingisawholenewformoforganizingworkandthereforerequiresadifferentprocessmodel,aswellasgovernancestructuresandcontrolmechanismsinsoftware development projects. To systematically enable organizations to conduct crowdsourcing projects within their existing process and framework, we propose to develop a reference model for crowdsourcing projects which addresses the key concerns and guides organizations through the crowdsourcing process.

From an intermediary perspective, Zogaj et al. (2014) discuss the challenges an intermediary faces in the crowdsourcing process. As these intermediaries appear as interface between the crowdsourcecandthecrowdworkers,two research fields unfold. The first overlaps with the user perspective as it is crucial for the intermediary to promote a motivated and active crowd. Further research should investigate the question of how to motivate the users, especially for less entertaining tasks such as software documentation. On the other side, the intermediary is a vital part in the crowdsourcing process from an organization’s point of view. Further research should investigate the intermediary’s role and support in crowdsourcing software development. In this regard, investigating crowdsourcing intermediaries as two-sided markets may be of particular interest.

3.2 Limitations

Reflecting the paper, two limitations are worth mentioning. First, the results only rely on scientific literature and thus lack insights from practice. Second, this research only focuses on core crowdsourcing literature as the search strings only contained “crowd” or “crowdsourcing”. However, there are other streams of research that might be suitable to
address some of the key issues. For instance, the concept of open source software development is a more mature research field and overlaps with the concept of crowdsourcing. Further research should target this research stream in order to integrate and enable a deeper understanding of how collaborative work in software development can be organized and processed.

4 Conclusion

In summary, the research on crowdsourcing in software development is still limited, despite its potential and gaining importance in organizations. In this paper, we reviewed the existing body of literature regarding crowdsourced software development. In so doing, the contribution of this paper is twofold. First we provide an initial framework summarizing the key aspects of crowdsourcing and thus contribute to an enhanced development of a theoretical understanding of crowdsourcing. Second, our literature review points out gaps in the literature that could be addressed in future research.
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